**Angular**

Angular is a component-based framework for building scalable web applications.

**CLI:**

CLI stands for **command line interface**. It is used to create components services, modules pipes etc in an easy way.

**Files and Folders of an angular project (Structure of angular project):**

1. **E2e folder (End to End) folder:**

This folder consists of files that are used to perform end – to – end tests. In these files we write files which perform end to end tests. These are automated tests that simulate a real user.

1. **Node modules folder:**

This folder consists of all the third-party libraries on which our application depends on. When we compile our application parts of these libraries are bundled together and deployed to our application. We are not going to deploy node modules folder to the server.

1. **Src (Source) folder:**

This folder consists of all the source files of our application. In this folder we have modules and components. Every application has at least one component and one module.

1. **Assets folder:**

In this folder we are going to store all our static files for the application.

Example: Image files, text files or icons etc.

1. **Environments folder:**

In this folder we store all the configuration settings for different environments. We have one file for the production environment and one file for the development environment.

1. **Favicons file:**

These are the icons displayed on our browser.

1. **Index.html:**

This file contain our angular application. It does not have any references to any styles or scripts. These references are inserted dynamically inserted into the file.

1. **Main.ts:**

This is a typescript file. This file is the starting point of our application.

1. **Polyfills.ts:**

This file imports all the scripts that are required to run angular. Because angular framework uses features of javascript that are not available in the current version of the javascript supported by most browsers out there. So this polyfills.ts file fills the gap between the features of js that angular needs and the features supported by the current browser

1. **Styles.css:**

This is where we add global styles for our application. Each page and each component can have its own styles.

1. **Test.ts:**

Used to set up the testing environment.

**Other files includes:**

Outside the source folder, we have

1. Configuration file for angular cli
2. Editor config file
3. Git file
4. Karma files that config the js. Karma is a test runner for js code.
5. Package.json:
   1. This is a standard file that every node project has.
   2. It has dependencies : The libraries that our application is dependent upon. Third party libraries that we use are also listed in the dependencies
   3. Dev.dependencise: We need these files to develop the application.
6. Protractor.conf.js: It is a tool for running end to end tests for angular.
7. Ts.config: This file consists of settings for our typescript compiler
8. Tslint.json: This includes settings for tslints. Tslint is a static analysis tool for typescript code. It checks typescript code for readability, maintainability and functionality errors.

Angular cli uses a tool called webpack, which is a build automation tool. It gets all our scripts and style sheets, combines and puts them in a bundle and minifies that bundle. This is for optimisation.

**Hot module replacement (or) Hot module reloading:**

This is a feature of the webpack which:

Whenever one of the source files is modified webpack automatically refreshes the browser.

**Angular Versions:**

1. AngularJS was the first version of angular and it was introduced in 2010. But the framework was not designed

**Features of Angular:**

1. Application state is stored in the component. Every application contains application state i.e., the data presented to the user or data entered by the user. It is stored in the form of properties or arrays as a part of components.
2. Component is a class that contains programmatic reflection of a user interface.

**Building blocks of angular:**

1. **Components:**

Components is a class that contains application data and event handler methods. For every screen you have to create a component. Components contains application data in the form of properties and events that are needed to be displayed in the view.

1. **Templates:**

The template contains design logic i.e., HTML logic to present output to the user templates can access all the properties and methods present in the component class by using Data Binding concept.

1. **Data Binding:**

Data bindings are special syntaxes used in the templates to create connections between HTML elements and component properties (or) methods.

1. **Modules:**

Modules are used to group related components. A module can import components **to (or) from** other modules.

1. **Services:**

Service is a TypeScript class which contains client side business logic which is involved in loading the data from the servers, making AJAX calls to REST API servers and also process the received data by performing custom and complex validations, calculations and also adding additional essential data to the data-structures.

Service doesn’t contain any view specific logic such as preventing keys that can’t be pressed in the text box (or) controlling the text box tab index etc

Business logic always be reusable and accessible among multiple components.

1. **Dependency Injection :**

It is a concept of creating service objects at runtime automatically and loading those service objects into the constructor of the components as per the necessity of the component.

1. **Directives:**

In general it is not recommended to write DOM manipulation code directly inside angular, it will be performed automatically when the application data is changed. But in order to make some plugins such as draggable, collapsible, model popups etc. You may need to interact with the attributes of HTML tags directly.

So it is allowed to write such DOM manipulations only in the directives. But not in other such as components, services etc.

**Angular Packages:**

1. **@angular/core:**

Provides essential pre-defined decorators, classes, interfaces and modules that are needed to run every angular application.

Ex: @Component, @NgModule, @Pipe, @Directive, @Injectable, @Injec, NgZone, OnChanges, OnInit, ApplicationModule etc.

1. **@angular/common:**

Provides build-in directives that are useful for most of the real-time applications.

Ex: ngIf, ngSwitch, ngClass, ngFor etc.

1. **@angular/compiler:**

It compiles “ templates “ ( html code ) into “ JavaScript code “, which produces DOM directly at runtime in the browser.

But angular developer never invokes this directive directly. It is always invoked automatically by Angular Cli package ( or ) by Platform Browser Dynamic package.

1. **@angular/platform-browser-dynamic:**

It invokes the angular compiler ( JIT compilation ) and specifies the start-up module and also start executing he application.

1. **@angular/platform-browser:**

Provides a set of pre-defined classes that are related to DOM ( manipulations ) and browser interaction.

Ex: BrowserModule.

1. **@angular/forms:**

Provides necessary pre-defined classes that are related to ( or ) needed to create and execute angular forms.

Ex: FormsModule, ReactiveFormsModule, Validators, ngModel, ngForm etc.

1. **@angular/router:**

Provides necessary pre-defined classes that are needed to create and execute angular routes.

Ex: RouterModule, Routes, ActivatedRoute, CanActivate, routerLink etc.

1. **@angular/animations:**

It provides necessary pre-defined classes hat are needed to create and execute angular animations.

Ex: BrowserAnimatinosModule, animate, state, style, transition etc.

1. **@angular/cli:**

Provides necessary pre-defined commands hat are needed to create, compile, build, add items in angular applications.

Ex: ng new, ng serve, ng build, ng test etc.

1. **rxjs:**

It provides necessary pre-defined classes for creating Observables, which are needed to represent the response of REST-API calls of AJAX.

Ex: Observable, Observer, Subject etc.

1. **zone.js:**

Provides necessary pre-defined classes for executing “ change detection processes “, while executing angular app.

**Dependency Injection :**

Dependency Injection (DI) create singleton service objects and serves them to components whenever needed.

The purpose of Dependency Injection is to load service objects into components.

**To create a new Angular workspace:**

Creating project:

ng new < project\_name > --style = scss –routing

**--style=scss –** is used to specify which type of CSS to be used.

**--routing -** is used to enable the routing.

**To compile and run the project:**

**ng serve –open**

If we user – open then the file will be compiled and opened in the browser window with url:

localhost:4200

if we don’t use - -open then we need to enter the url manually.

*We can specify our own port number by:*

*ng serve - -open - -port = <port number>*

**(for windows the port number varies between 1024 to 65535.)**

**Flow of Execution:**

**Index.html 🡪 main.ts 🡪 app.module.ts 🡪 app.component.ts**

**app.component.html**

**-------- freeCodeCamp.org --------**

**To create a new empty workspace (without source folder):**

Ng new <workspace name> --create-application = false

**To create a new angular application:**

ng g app <application name>

**Refer for difference between workspace, library, application, module:**

https://www.stackchief.com/blog/Angular%20Module%20vs.%20Library%20vs.%20Application%20vs.%20Workspace

**Workspace:**

Angular 6 introduced the concept of a workspace. A workspace is really just a collection of different projects. The ng new command creates a new workspace...

ng new myworkspace

This will create a new workspace named myworkspace.

**Library:**

A library is a collection of components, services, directives etc. that can be shared across different Angular projects.

You generate a new library just like you would a component, service or anything else:

ng g library mylibrary

**Library vs Application:**

Unlike an application, a library doesn't generate index.html, styles.css, polyfills.ts, main.ts. These files are specific to deploying an application in the browser. Since a library is simply a collection of reusable components, it doesn't need these files.

Additionally, a library generates a few files that an application doesn't.

**Module:**

You'll probably notice that both libraries and applications generate a @NgModule class defined in .module.ts file.

So what's the difference? Are both considered modules? What IS a module in Angular exactly?

A module is simply a way of organizing pieces of functionality together. While libraries and apps have their differences, they both represent collections of components, services, directives. A module is simply a way of defining how these elements work both internally and externally.

Modules both import and export functionality.

**Files in angular workspace:**

**Tsconfig.spec.json:**

It generates all the unit test files named as spec.ts This tsconfig.spec.json file will be used to compile . It extends tsconfig.json file.

**Tsconfig.app.json:**

It compiles all the type script files that are created inside the application. It extends tsconfig.json file.

**Package.json:**

This file contains the information about all the package files that we are using.

It contains dependencies and devdependencies:

**Dependencies:** all the files that are going to production purpose will be on dependencies

**Devdependencies:** all the files that are only for developmental purpose will be on devdependencies.

**Lock.files:**

Lock files is used to keep all the libraries used for the project under same version. If someone uses other version files, then they have to commit them, and lock files need to be updated as well.

**Karma.config.js:**

It is config file or a test runner which comes default in Angular. It is for unit testing.

All test cases are written in jasmine and they are run using karma.

**Angular.json:**

This file contains information about the workspace being used and about each project inside that workspace.

**Node\_modules:**

All the packages installed will be under this folder.

**Src:**

We are going to write our project code inside the src folder.

**Polyfills.js**

This file makes sure that all the code is backward compatible with all the browsers. That means it makes sure that all the code that we are written in our project is supported by all the browsers.

It will always add some extra bundle (code) to your final code to make it compatible.

**Zone.js:**

Zone.js patches a lot of code and features which is not supported by browsers and use internally by angular.

**Main.ts:**

This is where the execution of our application starts

**Index.html:**

This is the main html page which will be served to the user. Because angular is an SPA (Single Page Application).

**Assets:**

Contains all the static files i.e., the images, pdfs, documents etc.

**App FOLDER:**

This is the folder where we are going to write our code.

**Introduction to mono-repo:**

1. Create and maintain multiple apps in the same repo.
2. Use libraries within the project.
3. Deploy multiple apps/libs from the same repo.
4. Easy to share code within the project.

**To bootstrap our application, we need at-least one ROOT module.**

*All the modules should be specified under the imports section and all the pipes, components, and directives should be mentioned under declarations section.*

**Components:**

Components are views which will be rendered to the end user. Like root-module we also have a root-component. And this root component is loaded on to the index.html file. In future if we want to load any other files, we can load them within the app component files.

**To create a new Component:**

Ng g c <component name>

(or)

Ng generate component <component name>

**Binding Syntax:**

There are three types of binding syntaxes to bind information in your ts file to html file. They are:

1. Interpolation
2. Property Binding
3. Event Binding

1. **Interpolation :**

You can use interpolation syntax with any basic data types such as date, string, number that information can be binded using interpolation. You can also work with objects by using interpolation.

To use interpolation we use {{ }} syntax. We write the variable name i inside those double curly brackets and place it inside our html. TO display that information.

Some class {

Name = “psh”

}

In html file:

<h1> Hello {{ Name }} <h1>

Output: Hello psh.

1. **Property Binding:**

Property binding refers to binding data in our ts file with any valid html tag attribute. This is called property binding. We use [ ] bracket to use property binding. Angular allows you to use native html attribute properties for binding as well.

Ex:

Some class

{

Number\_of\_rooms = 10;  
}

Some html:

<p>Number of rooms: </p>

<div [innerText] = “Number\_of\_rooms”></div>

Output:

Number of rooms:

10.

1. **Event Binding:**

To add events to our html tags we can use event binding. We use ( ) brackets to use event binding. And inside those brackets we write out event handlers. Ex: click etc.

Some class {

isHidden = false;

Number\_of\_rooms = 10;

Toggle()

{

this.isHidden = !this.isHidden;

}

}

Some html:

<div [hidden] = “isHidden”>

<p>Number of rooms: </p>

<div [innerText] = “Number\_of\_rooms”></div>

</div>

<button (click) = “toggle()”>Click to hide </button>

Outpu:

First it is visible. But when you click then the div becomes invisible. And for the third click it is visible.

**Directives:**

Directives are used to change the behaviour and appearance of DOM elements.

Directives can implement all lifecycle hooks.

Directives cannot have template.

**Null collision operator:**

Null collision operator is used to display some other information if the other information is null or not available.

We use interpolation to do null collision.

{{ rooms?.availableRooms ?? “no rooms” }}

<div \*ngif = “rooms?.availableRooms>

Rooms List

</div>

In the above example if available rooms are not there (or) the value is null then “no rooms” will be displayed. Else “no rooms” will not be displayed and then the other logic will work.

Here rooms?availableRooms is used with ? which means optional parameter.

**Types of Directives:**

1. **Structural Directives:**
2. **Attribute Directives**
3. **Structural Directives:**

Structural directives are always costlier because they are going to change the behaviour of the DOM which may give performance issues as well.

Any attributes which can modify the DOM are called structural directives. They have an asterisk ( \* ) in the starting of their name.

1. **Attribute Directives:**

Attribute directives does things such as adding attributes to the elements or removing attributes from the element or add some extra logic to your element based on some properties.

They can modify the DOM. But they cannot add or remove elements from the DOM like structural directives.

1. **Built-in Directives:**

All the structural directives have “ \* “ in the naming convention.

\*ngIF and \*ngFor are Structural directives. They can modify the DOM. Which is adding or removing the view elements.

* 1. **\*ngIF:**

It is just like a if condition. The code written inside it is performed when the condition becomes true.

Ex:

<div \*ngif = “rooms.availableRooms > 0>

Rooms List

</div>

The div will be displayed if above condition is true. Else the div will be completely removed from the DOM structure.

* 1. **\*ngFor:div>**

Just a normal for loop.

<div \*ngFor = “let room of roomList; let e = even; let o = odd; let i = index “>

<td>{{ i }}</td>

<td>{{ e ? “Even” : “Odd” }}</td>

<td>{{ room.roomNumber }} </td>

<td>{{ room.price }} </td>

<td>{{ room.amenities }} </td>

<td>{{ room.roomtype }} </td>

<td>{{ room.checkinTime }} </td>

</div>

Now the for loop will iterate through the roomList array of objects and print the value inside the properties of those objects.

If there is any change inside the \*ngFor data then it will re-render all the data present in it.

* 1. **\*ngSwitch:**

Just like normal switch case.

Ex:

<div [ngSwitch] = “role”>

<div \*ngSwitch = “ ‘user’ “>

Welcome User

</div>

<div \*ngSwitch = “ ‘admin’ “>

Welcome Admin

</div>

<div \*ngSwitchDefault>

You are not authorized to view this page!

</div>

</div>

* 1. **ngClass:**

ngClass is used to add CSS classes directly to the elements. It is a Attribute Directive.

Ex:

Some CSS:

.even

{

Background-color: red;

Color: white;

}

.odd

{

Background-color: green;

Color: white;

}

Some HTML:

<div [ngClass] = “e ? ‘even’ : odd” \*ngFor = “let room of roomList; let e = even; let o = odd; let i = index “>

<td>{{ i }}</td>

<td>{{ e ? “Even” : “Odd” }}</td>

<td>{{ room.roomNumber }} </td>

<td>{{ room.price }} </td>

<td>{{ room.amenities }} </td>

<td>{{ room.roomtype }} </td>

<td>{{ room.checkinTime }} </td>

</div>

The above classes in the CSS and HTML based on the e value. If odd Odd classes will be set and if even Even class will be set.

* 1. **ngStyle:**

By using ngStyle we can apply CSS directly to the elements.

<div [ngStyle] = “{ ‘color’ : rooms.availableRooms ? ‘green’ : ‘red’ }”

[ innerHTML ] = “numberofrooms”>

</div>

**PIPES:**

Pipes are used for data transformation. They change the data at the time of presentation to the user.

They don’t change actual objects.

It is represented by using “ | “ (pipe) symbol.

**Built-in Pipes:**

1. **DatePipe:**

<div [ngClass] = “e ? ‘even’ : odd” \*ngFor = “let room of roomList; let e = even; let o = odd; let i = index “>

<td>{{ i }}</td>

<td>{{ e ? “Even” : “Odd” }}</td>

<td>{{ room.roomNumber }} </td>

<td>{{ room.price }} </td>

<td>{{ room.amenities }} </td>

<td>{{ room.roomtype }} </td>

<td>{{ room.checkinTime | date : “short” }} </td>

</div>

Changes the date to DD/MM/YY by default. We can specify the particular format by using : “ <format>“.

1. **UpperCasePipe:**

Used to convert to all uppercase.

1. **LowerCasePipe:**

Used to convert to all lowercase.

1. **CurrencyPipe:**

Used to display currency symbol before the numbers. Default is dollars. You can specify format using <data> : <format>

1. **DecimalPipe:**

To show data in form of Decimal.

Syntax: <data> | number : ‘ 1.1-2’

<How many total numbers> . <how many digits before decimal> - <how many digits after decimal>

If: 1.0-0 Then the decimal number is rounded to its nearest integer value.

We can also specify the currency based on the country like:

<data> | number : ‘ 1.1-2’ : ‘en-us’ // US numbers

1. **PercentPipe:**

To show data in form of percentage.

1. **JsonPipe:**

Used to show the JSON data inside a JSON file.

Syntax: <data> | json

It can be used for array, and it can be used for object files.

It is recommended to use this in debugging purpose not in production purpose.

1. **SlicePipe:**

Like normal slice. You can specify the index values up to which you want to show the data.

Syntax: <data> | slice : <start index> : <end index>

1. **AsyncPipe:**

**Life Cycle Hooks:**

Component instance has lifecycle hooks which can help you to hook into different events on components.

Lifecycle ends when component is destroyed.

In angular for every lifecycle hook there is an interface.

Make sure that you implement the interface whenever you are trying to access some of the lifecycle hooks of your component.

There is also a constructor which is available. Before your ngOnInit() event gets called because your component needs to be initialized. When page is being rendered on to the view a that time the constructor is called. Just after the constructor is finished your ngOnInit() lifecycle hook will be called. Constructor should be used only when you want to inject some services and Lifecycle hook is where you should write your code. Constructor should not have any blocking code. That code should be in your lifecycle hook.

1. **ngOnChanges:**

ngOnChanges() is related to some part of component communication.

ngOnChanges() can be applied to a component which has @Input property. We cannot apply ngOnChanges() anywhere else.

You can only apply on a component or a directive which has the @Input property.

And It only works if the data inside is being updated with a new value everytime.

Export class RoomsListComponent implements OnInit, OnChanges

{

@Input() rooms : RoomList[ ] = [ ];

@Output() selectedRoom = new EventEmitter<RoomList>();

Constructor();

ngOnChnages(changes: SimpleChanges):void

{

}

// Here SimpleChanges is an interface. It has a property name and

Some meta data. It will give us some information like previous value, current value, and whether it is the first change to the component or not.

ngOnInit(): void  
 {

}

selectedRoom (room : RoomList)

{

This.selectedRoom.emit(room);

}

}

1. **ngOnInit:**

ngOnInit() contains some code which should work, just after initializing your component.

That part of code should be written inside ngOnInit() lifecycle hook.

If you load some data from your API and display that data on your view, you should write that part of your code in your ngOnInit() lifecycle hook. The data will be rendered just after the page gets loaded.

1. **ngDoCheck: [Not recommended to use commonly]**

**(refer component communication in below section)**

This onChanges event is something which is executed every time we raise any event irrespective of where the component is implemented or available.

Incase it is active it will listen to any change that has happened inside your entire application.

Implementing this lifecycle hook is very costly (may be: Because it checks and runs for every event.

You should not implement ngOnChanges and doCheck together on the same component

**The Reason is :** Both are going to do the same work.

1. **ngAfterContentInit:**
2. **ngAfterContentChecked:**
3. **ngAfterViewInit:**

**(refer view child on below sections)**

1. **ngAfterViewChecked:**
2. **ngOnDestroy:**

**Change Detection in angular:**

Whenever we do an action the view needs to be updated. Angular does it via change detection.Change detection is internally handled by angular, but there are multiple ways you can actually change the change detection for your component.

To apply specific change detection properties we have define it in the

@component class in the ts file.

@Component

{

……

changeDetection: changeDetectionStrategy.OnPush;

}

Before you go ahead and use OnPush there are certain requirements that have to be met.

OnPush change detection strategy can only be applied in case we’re not modifying some data internally in this component.

We can achieve this by using:

1. @Input and @Output
2. Incase we use some state management technique

Ex: ngx, or any other state management library. In that can we can also move it to onpush.

1. The property that are passing should be **immutable.**

So we cannot directly push the data. It won’t work. We have to return a new instance.

Ex: this.roomList = [ …roomlist, room ];

Inside ngOnInit:

selectRoom(room: RoomList)

{

This.selectedRoom.emit(room);

}

**Component Communication:**

The scenario where two or more components need to interact is known as component communication.

There are multiple ways to achieve component communication.

**Ways for Component Communication:**

1. Using @Input and @Output.
2. Using @ViewChild and @ContentChild
3. Using services
4. **@Input and @Output:**

These are used to communicate between two components.

@Input() rooms : RoomList [] = [];

This takes input of RoomList and assign the value to rooms variable.

To display the data in RoomList component we need to use our own tag related to that component name.

<hinv-rooms-list [rooms] = “roomList”></hinv-rooms-list>

@Output() selectedRooms = new EventEmitter<RoomList>();

If you want to send data from child component to child component then we should use @Output.

This is an event, so we should use EventEmitter class which is available in angular core. Then we have to tell what type of data we are going to send to the parent inside < > brackets.

In Child:

<hinv-rooms-list [rooms] = “roomList” (selectedRoom) = “selectRoom($event)”></hinv-rooms-list

*(dollar event)*

<td>

<button (click) = “selectRoom(room)”>Select

</td>

In parent:

selectRoom(room : RoomList)

{

This.selectedRoom.emit(room);

}

**ViewChild:**

It is used to access component inside another component which does not have any @Input and @Output property.

**AfterViewInit:**

AfterViewInit lifecycle hook is called after the initialization of the view. That is being called inside the AfterViewInit. If you are called your header inside the rooms component it should complete its initialization first.

So if we write header calling inside the AfterViewInit inside the rooms.ts file. Then the AfterViewInit makes sure that the rooms component calls the header after the initialization of the header. So, the header will be available to access for the rooms component.

**AfterViewChecked:**

A callback method that is invoked immediately after the default change detector has completed one change check cycle for a component’s view.

**ng-template:**

ng-template is a tag which never render anything. But it can help us to render some other template (or) component. ( It can be used to load components dynamically ).

**---------------------------------------------------**

**RSK Helpline:**

**Template reference Variables:**

Template reference variables are used to capture the values of an element. We write template reference variables using “ # “ symbol followed by the name of the variable.

Ex:

<input #msg type = “text” >

<button (click) = “message(msg.value)”></button>

Here when the button is clicked it calls the message function. And passes input tag’s value as its parameter.

**Two-way data binding:**

In two way data binding the data from the class is sent to view and also the data from the view is sent to the class.

We can achieve two-way binding by using ngModel directive. To use ngModel directive we have to import it from the forms module. ‘@angularForms’.

[ ] ---- > for property binding

( ) ---- > for event binding

Two-way binding = property binding + event binding

= [ ] + ( )

= [ ( ) ] This symbol is used for two-way binding.

Ex: in html:

<input [(ngModel)] = data type = “text”>

<button type = “button”>Click me</button>

{{ data }}

In Class:

public (not necessary to use public) data : string = “”;

Output: When you click the button the value inside the input is sent to the class and it is updated to the variable. Then the value inside the data variable is shown in the html using interpolation.

Note: to use ngModel import the forms module in app.module.ts and include the name in imports section.

**Structural Directives:**

1. **ngIf:**

Like normal if conditional statement. It works when its true.

Ex: <h1 \*ngIf = “status; else elseBlock”> Welcome Mr> {{ name }} </h1>

<ng-template #elseBlock>

<h1> You are not authorised! </h1>

</ng-template>

In class:

status : boolean = false;

In the the code if the status is true then the **welcome** is displayed, but if its false then immediately else block will be executed. And it shows you are not authorized. Else block should be declared using the ng-template component with template – variable.

**(or)**

<h1 \*ngIf = “status; then trueBlock else elseBlock”> Welcome Mr> {{ name }} </h1>

<ng-template #trueBlock>

<h1> Welcome {{ name }} </h1>

<ng-template>

<ng-template #elseBlock>

<h1> You are not authorised! </h1>

</ng-template>

In the above code we have two blocks they are true block and also the else block. We can use **then** to display the desired block if the statement is true by using the template variables.

**ngSwitch:**

Just like a normal switch case.

<div [ngSwitch] = “mychoice”>

<div class = “switchCase”>

<div \*ngSwitchCase = “ ‘ one ‘ ”> First block<div>

<div \*ngSwitchCase = “ ‘ two ‘ ”> Second block<div>

<div \*ngSwitchDefault> Invalid choice<div>

</div>

</div>

In the above code the respective div will be displayed based on the value in the switch case. The comparison value in the \*ngSwitchCase = “ ‘ ‘ “. Should be given within the single quotes. If all cases are not matched then the default case will run.

**\*ngFor:**

It is just like a normal for loop.

<div \*ngFor = “ let x of subects ; index as i“>

<h1> {{ i }} ---- > {{ x }} </h2>

</div>

Here “ i “ is used as index. Index always starts from 0.

<div \*ngFor = “ let x of subects ; first as f“>

<h1> {{ f }} ---- > {{ x }} </h2>

</div>

In the above code first as f means for first element of the loop it is displayed as true and for all the remaining elements it is displayed as false.

Also:

Even as e is used to display true for even indexes and false for odd.

Odd as o is used to display true for odd indexes and false for even indexes.

**Component Interaction:**

Component interaction is done using @Input() and @Output().

@Input() is used to transfer data from Parent/App component.

@Output() is used to transfer data from Child/Test component.

**@Input:**

The properties that are defined in the parent class can be sent to the child class using @Input().

Parent class:

public parentMsg = “this is parent message”;

In parent html file:

<child-component-tag [fromParent] = “parentMsg”></child-component-tag>

Child class:

@Input() fromParent : any;

In child html file:

<h1> {{ fromParent }} </h1>

Output:

This is parent message.

**@Output:**

This is used to emit event that contains information from child component to the parent component.

In child html :

<button (click) = “childMsgFunc()”>Click me</button>

In child ts:

@Output childMsg = new EventEmitter();

childMsgFunc()

{

this.childMsg.emit(“This message is from child”);

}

In parent html:

<child-component-tag (childMsg) = “msg=$event” [fromParent] = “parentMsg”></child-component-tag>

In parent ts:

msg : any;

In the above code, in the parent html file the child tag from where the event is coming from, we have to write an event whose name is the same name of child event emitter variable name. Then in double quotes we have to declare a variable to store the data after that name without any spaces we have to use “ = “ symbol and after that without any space we have to specify “ $event “. The $event is used to capture the data emitted by the child.

**Pipes:**

Pipes are used to transform incoming stream of data into required format before displaying it in the view.

In ts file:

msg : string = “Message”;

person : object = {

“firstName” : “Prashanh”.

“lastName” : “Bocha”

}

In html file:

The various pipe operations include:

1. lowercase
2. uppercase
3. titlecase
4. slice -------- <start Index (including)> : <end index (excluding)>
5. json
6. number
   1. ‘ <max number of integers> . <min number of digits after decimal> - <max number of digits after decimal>,
7. Percent
8. Currency ----- use colon and then, currency code of country ex: | currency: ‘ INR ‘
9. Date: In general it gives full format gmt time date etc but using this
   1. Short ------- DD/MM/YY, Time AM/PM
   2. ShortDate ------- DD/MM/YY
   3. shortTime ------- Time AM/PM
   4. medium --------- Oct 11, 2020, 11:19:29 AM
   5. mediumDate ------- Oct 11, 2020
   6. long -------- August 21, 2001 at 11:20:21 AM GMT+5
   7. longDate ------ October 11, 2020
   8. longTIme ------ 11:11:29 AM GMT+5

Ex:

{{ msg | lowercase }} ------- Output: message

{{ msg | uppercase }} ­------- Output: MESSAGE

{{ msg | titlecase }} ­------- Output: Message

{{ msg | slice : 3:6 }} ­------- Output: sag

{{ person | json }} ­------- Output: represented in json format

{{ 5.678 | number : ‘ 1.2-3 ’ }} ­------- Output: 5.678

{{ 5.678 | number : ‘ 3.4-5 ’ }} ­------- Output: 0005.6780

{{ 5.678 | number : ‘ 13.1-2 ’ }} ­------- Output: 005.68

**Services:**

Services are used to:

1. Share data
2. Implement application logic
3. External interaction

Naming convention is : xxxx.service.ts

**Dependency Injection:**

1. Without dependency injection
2. Dependency injection as design pattern
3. Dependency injection as a framework (provided by angular).
4. **Let us consider a class that doesn’t have dependency injection:**

Class Engine

{

Constructor() { }

}

Class Tires

{

Constructor() { }

}

Class Car

{

Engine;

Tires;

Constructor()

{

This.engine = new Engine();

This.tires = new tires();

}

}

In the above code we used the engine class and tires class in car class. And to use them we had to create new instances of them.

But if the engine class and tires class constructors need a parameter then we must change their implementation in the car class also.

So even if the car class doesn’t need those parameter we must pass them in order to implement the engine and the tires classes.

Our code is not flexible. Means that any time dependencies change -> Car class need to be changed as well.

Without dependency injection the testing process is also difficult. That means whenever we test the constructors with various types of parameters we also have to change the car class.

1. **Dependency injection as Design Pattern:**

Dependency injection is a coding pattern in which a class receives its dependencies from external source rather than creating them itself.

Class Car

{

Engine;

Tires;

Constructor(engine, tires)

{  
 this.engine = engine;

This.tires = tires;

}

}

Here, Car class doesn’t create any dependencies. It just uses them. The creation of those dependencies is external to this class.

Now to create a car, we are going to have code, something as follows,

Var myEngine = new Engine();

Var myTires = new tires();

Var myCar = new Car(myEngine, myTires);

Var myEngine = new Engine(new\_parameter);

Var myTires = new tires();

Var myCar = new Car(myEngine, myTires);

Var myEngine = new Engine();

Var myTires = new tires(new\_parameters);

Var myCar = new Car(myEngine, myTires);

There is also a problem with this type of implementation.

In the above example, Car class has only two dependencies (Engine and Tires). Suppose Car has 10 or 20 dependencies or more the above type of code is not recommended.

In this case it becomes difficulty for the developer.

**Here, angular dependency injection as a framework comes into picture.**

1. **Dependency Injection as Framework:**

Injector must register all dependencies. That means injector is like a container for all dependencies.

Engine ------------------ Service A

Tires -------------------- Service B

DepA ------------------- Service C

DepZ ------------------- Service Z

**Using a Service:**

**Dependency Injection as a framework:**

1. Define the studentService Class
2. Register with injector
3. Declare as dependency in Student-list and Student-details component.

We can create a service using: **ng g s <service name>**

Now this generated service class should provide student details to required components.

All the code that is reused by components should be written in this file.

After creating the service file we have to register the service with angular injector otherwise it is treated as a regular class according to angular.

* We can register the service in any component.
* Only the children of that component can access these services.
* If we register In app component file then all its children can access the services.
* But, in future if we create any other modules then they won’t be able to use those services.
* **So, it is best practice to register services in the app module.**
* **We always declare the services in the providers decorator (array).**
* **Then we have to import it on top of the app.module file.**

Now to use the service in a component we have to specify it in the constructor parameters of that component.

Constructor( Private \_testService : TestService )

{

}

Underscore is just a convention for private variables.

Now we have to assign the service to the variable inside that component. This code is written inside the constructor.

ngOnInit()

{

This.students = this.\_testService.getStudents.

}

**HTTP and Observables:**

In the above code example we wrote hard coded data inside the service. In general we should not do that. We should request data from the HTTP server.So, we use the HTTP requests.

**Observable:**

1. An observable is a sequence of items that arrive asynchronously overtime.
2. HTTP call (request) < - > Single item <- >HTTP response.
3. In angular, an observable is HTTP response which arrives asynchronously.
4. But, that incoming HTTP response(observable) is not ready to use in your application.
5. So, after receiving the observable we need to convert the incoming response into an array.
6. After conversion into an ARRAY only it is ready to use in our application.

Steps to follow in our example:

1. HTTP get request from testService
2. Receive the observable and cast it to the students array
3. Subscribe the observable from test and test1
4. Assign the student array to local variable.

Note:

**RxJS (Reactive Extensions for JS) is an external library used in angular to work with observables.**

**Fetching Data using HTTP :**

1. Import HTTP client moduel in app.module.ts file.

Import { HttpClientModule } from ‘@angular/common/http’

1. Then we have to declare this module In the imports array.
2. To use the service we should declare the HTTP client as dependency in the constructor.

Now we can send the http request.

1. Now inside the service getStudents method

This.\_http.get( <http url >)

url = < some url >

Constructor( private \_client : HttpClient) { };

getStudents( )

{

This.\_client.get(this.url);

}

1. Now we get an observable from the server. We cannot user observable directly in our application. So we have to cast that observable.
2. So, we create one type script file. And create one interface in it.

In that ts file:

Export interface StudentDetails

{  
 id : number;

Name : string;

Course : string;

}

So the code in getStudents becomes:

Import { StudentDetails } from ‘<file name>’

getStudents( ) : Observable <StudentDetails[ ]>

{

Return This.\_client.get<StudentDetails[ ]>(this.url);

}

Now the code inside the subscribed components will be changed to :

ngOnInit()

{

This.\_testService.getStudents()

.subscribe(data => this.students = data);

}

**HTTP Error Handling:**

For error handling we have to import **catchErrror** from **rxjs/operators.**

Then we have to .pipe that error using catchError.

Then the line in get students become

getStudents() : Observable<studentInterface[ ]>

{  
 return this.\_http.get<studentInterface[ ]>(this.\_url)

.pipe(catchError(this.errorHandler);

}

// In the above line of code errorHandler is a user defined function which is used to throw error.

errorHandler(error : HttpErrorResponse)

{

Return throwError(error.message || “unknown server error”);

}

In that throwError the message initially contains **null** value so we have to change it to a custom message. So we used “ || “ symbol.

Then we have to subscribe to that error it whatever component we have subscribed to that http request. Then the code becomes

errMsg !: string;

errMsg !: string;

ngOnInit(): void {

    this.\_stdService.getStudents()

    .subscribe(data => this.studentsList = data,

                error => this.errMsg = error);

  }

No we have to declare the errMsg variable in those subscribed components using interpolation then the message will be displayed whenever the server is facing an issue.

**Routing and Navigation:**

* Any angular application is built with multiple components.
* Each component has its own view
* Based on the user action, it may necessary to navigate among the views.
* For this purpose we use Angular Routers.
* We define all the routes in routes array in the app-routing.module.ts file.
* Each route is taken as an object.
* Every object has two parameters. They are:
  + Path :

It contains the path which will be displayed on the url of the page for to routing. It should be wrote within ‘ singlequotes ‘.

* + component :

It contains the component name, to which we have to route upon the path selection.

When we give the component names they will be imported to the app routing file.

Note:

whenever you have more routes you can declare them inside a constant array, and import that variable in the app module file and then mention it in the declarations. This will reduce the no of import lines to one.

Now to show the routes we have to declare <router-outlet> tag in side the app-component.html file.

We can use anchor tags for routings. To make this possible we use two special directives from the router package. They are:

1. routerLink directive :

*This specifies the path that we want to navigate to. We specify the the path using this directive.*

1. routerLinkActive directive:

*This directive let us specify one or more CSS classes that will be applied when the corresponding router link is active.*

Ex: <a routerLink = “/departments” routerLinkActive = “< CSS class >“>

<a routerLink = “/students” routerLinkActive = “ <CSS class> “>

**Wild Card Route:**

When the user tries to navigate to a route that has not been configured then the browser will throw an error in the console. To handle invalid urls we use **wild card route.**

By using a wild card route we can navigate the user to a 404 not found component if the url doesn’t match any of the configured routes.

In this example we are going to create a component with name page-not-found. And specify that component in the routing module routes array.

In Routes array in the route module specify the route as below:

{ path : “ \*\* “, component : PageNotFoundComponent }

The path value should be in “ double quotes “

The wild card route should be written at the bottom of the routes array.

The route will check every path from top to bottom to get the matching path. If the path is not matching with the specified path in the routes then the wild card route will get activated.

If we write wild card route at the start of the array then only it will be matched with the link in the address bar. And always the page not found component will work.

**But,** if you follow the above process you get page not found even in the initial state of the website which is not desired. So to avoid this we have to specify another path in the routes array.

This path is only contain a **space.** SO this path states that in the initial start of the page which component needs to be displayed.

**And** this path needs to be written at the start of the route array.

The code in route array will look like:

{path : ‘ ’ , component : ‘<component name that should be displayed>’ }

**But the above code is not correct process:**

Instead of component we need to use redirectTo for redirection.

The code will look like :

{path : ‘’, redirectTo : ‘/student’, pathMatch : ‘<match name>’ }

Here, pathMatch specifies if the path matches to certain then use this path.

The following can be used in pathMatch:

1. **prefix:** it matches the first character of the path in addressbar
2. **full :** it matches the full path in the addressbar

**Route parameters ( how to pass and read ):**

**To pass parameter to routing we use Router Module:**

First we are writing code for the address in searchbar to change based on the component that we select.

So, create another path to which we have to redirect

{path : ‘student/:id’, component: <the component to which we redirect>}

Now we have to create a click event in the html file of the component on which we clicked. Then in it’s ts file Import Router module and then

Declare a private variable inside its constructor of type Router.

Then use this variable inside the click even method using:

onSelect(student : any)

{

**this.\_router.navigate([‘/test1,student.id ]);**

}

Here student.id is just the parameter of the function. From which we are taking id data.

the first parameter in the array is the path that we want to navigate to.

The second parameter is the route parameter to which the sub path is shown.

Ex: localhost:4200/test1/1

Here, test1 is the component that we redirected and 1 is the student.id value that we clicked.

**This is how we pass parameters while routing.**

**To show the details in the view:**

**To read parameter we use ActivatedRoute Service:**

For this we use ActivatedRoute service in that component’s ts file.

And then in the ngOnInit:

Let id = parseInt(this.\_route.snapshot.paramMap.get(‘id’));

( parseInt is not working. It’s saying null cannot be converted to int )

And then assign the value inside id to a class variable. And then show it in the html page using interpolation.

**paramMap observables:**

In the above codes we used snapshot of the route parameter. But this approach has a drawback.

In our application we navigate to course details component from the course list component.

The snapshot method only get the value at that particular instance until the component is changed it’s value does not change.

So we have declared the code in ngOnInit method so at the time of initialisation the code will work but when we create two buttons to navigate to different Id’s then the value at the address bar won’t change.

So If we use the param observable and subscribe to that event then we can access the value whenever there is a change to it. Even if the component is not recreated.

The paramMap code is written using the ActivatedRoute service. The code in ngOnInit will be as follows:

This.activatedRoute.paramMap.subscribe((params : ParamMap) => {

Let id = params.get(‘id’);

This.courseId = id;

})

  constructor(private \_activatedRoute : ActivatedRoute, private \_router : Router) { }

  ngOnInit(): void {

    // this.courseId = (this.\_activatedRoute.snapshot.paramMap.get('id'));

    this.\_activatedRoute.paramMap.subscribe((params : ParamMap) =>

    {

      let id = params.get('id');

      this.courseId = id;

    })

  }

  goPrevious()

  {

    let previousId = parseInt(this.courseId) - 1;

    this.\_router.navigate(['/course', previousId]);

  }

  goNext()

  {

    let nextId = parseInt(this.courseId) + 1;

    this.\_router.navigate(['/course', nextId]);

  }

By following the above procedure we can navigate from the course list component to the course details component, and whatever the id that we have selected in the course list component will be displayed in the course details component.

**Optional Route Parameters:**

Optional route parameters can be used to perform certain operations on the routes based on which route is selected.

In the below code we extracted the id of the element which is selected and used to apply specific CSS for that element.

constructor(private \_router : Router, private \_route : ActivatedRoute) { }

  ngOnInit(): void {

    this.\_route.paramMap.subscribe((params: ParamMap) =>

    {

      let id = params.get('id');

      this.selectedId = id;

      this.selectedId = parseInt(this.selectedId);

      console.log(this.selectedId)

    })

  }

  onSelect(data : any)

  {

    this.\_router.navigate(['/course', data.id]);

  }

  isSelected(data : any)

  {

    return data.id === this.selectedId;

  }

In html: we included property binding on to add a CSS class called selected to the element whenever we click on it. Based on the optional route parameters. This optional parameter doesn’t need a container like the route parameters (we used id as a container for the route parameter)

In the above code we have subscribed to that paramMap value. So that every time an event happens to that element then this paramMap will give us an id of that element.

<div>

    <ul>

        <li (click) = "onSelect(sample)" [class.selected] = "isSelected(sample)"\*ngFor = "let sample of sampleDetails">

            <span class="student\_name"><span class="student\_id">{{sample.id}}</span> {{sample.name}} </span>

        </li>

    </ul>

</div>

**Relative Navigation:**

Absolute path begins with a forward slash “ / “. When we use absolute paths there is lack of flexibility in our paths.

If we want to change the previous section’s routing code from “ course “ to something like “ course-list “ then we have to change all the occurrences of the absolute path and this is quite difficult when we are working on a large project.

The following is the code In :

Course-list component :

  onSelect(data : any)

  {

    // this.\_router.navigate(['/course', data.id])      // absolute path

    this.\_router.navigate([data.id], {relativeTo : this.\_route}); // relative path

  }

Course-details component :

  gotoCourseList()

  {

    let selectedId = this.courseId ? this.courseId : null;

    // this.\_router.navigate(['/course', {id : selectedId}]);   // absolute path

    this.\_router.navigate(['../', {id : selectedId}], {relativeTo: this.\_activatedRoute});

  }

**Brief:**

In relative navigation we use routing in the initial component and then navigate to some other url. And to get back from that url we use the activated route and use the router package to again navigate to the url.

**Child routes:**

In our angular application some routes may be viewed only in other routes. In such a scenario we create child routes.

We specify child routes in angular by using children property and set it to an array of routes.

Then we go to the component where we want to create our child routes. Create two buttons and assign click events.

In the click events we specify the navigate using the router package and navigate to it using the url and activated route service.

  { path : 'course/:id',

    component : CourseDetailsComponent,

    children : [

      {path : 'overview', component : StudentOverviewComponent},

      {path : 'contact', component : StudentContactComponent}

    ]

  }

<p>

    <button (click) = "showOverview()">Overview</button>

    <button (click) = "showContact()">Contact</button>

</p>

  showOverview()

  {

    this.\_router.navigate(['overview'], {relativeTo : this.\_activatedRoute});

  }

  showContact()

  {

    this.\_router.navigate(['contact'], {relativeTo : this.\_activatedRoute});

  }

**Lazy Loading:**

In angular by default, modules are eagerly loaded. Means, as soon as the app is loaded all the modules are loaded without checking whether they are immediate required or not?

Lazy loading is a design pattern that loads required modules only.

Lazy loading helps to keep initial bundle size smaller, which helps to decrease the load time and increase the performance.

Two steps to create a lazy loading feature:

1. Create a feature module
2. Configure load children in appRouting.

**Syntax:**

Ng g m faculty - - route faculty - - module app.module.ts (maybe its app-routing.module.ts)

* Generate a module with the name “ faculty “
* Create a lazy lading feature in Routing file by the path as “ faculty “
* Update in app.module.ts (app-routing.module.ts)

Then a module with name faculty will be created and it will be imported to the app-routing.module.ts file with lazy loading. Then the code will be as follows in the Routes array:

  { path: 'faculty', loadChildren: () => import('./faculty/faculty.module').then(m => m.FacultyModule) },

**Route Guards :**

* Route guards are used to prevent users from navigating without having authorization rights.
* Route Guards are used to secure the route paths.
* We can generate any number of guards based on our application requirement.
* Whenever we implement a route guard, it will give Boolean value (True or False).
* Based on this Boolean value, Angular router decide if user should access the route or not?

**Syntax:**

ng g guard < guard name >

Inject this guard in our module under providers array.

**Types of Guards:**

There are various types of route guards available:

* **CanActivate –** Checks to see if a user can visit a Route.
* **CanActivateChild –** Checks to see if a user can visit a route children
* **CanDeactivate –** Checks to see if a user can exit a route
* **Resolve –** Performs route data retrieval before route activation
* **CanLoad –** Checks to see if a user can route to a module that lazy loading

**Note :** Route guard resolve to TRUE or FALSE based on Custom Logic and Functionality.

While creating the route we get an option to select the type of route that we want to use. Then we can select that particular type of guard.

Then after going into the route file we can see that type of guard in the class file.

Here the RouterStateSnapshot specifies the return value for the guard when it gets activated. We can change the return value type of the guard there.

Then go into the app-routing.module.ts file and there specify a path in he routes array:

Ex: { path : ‘admin’ ,

component : AdminHomeComponent,

canActivate : [ AdminAccessGuard ]

}

And declare it in the app.module.ts file under the providers section.

In admin-access file:

export class AdminAccessGuard implements CanActivate {

  canActivate(

    route: ActivatedRouteSnapshot,

    // state: RouterStateSnapshot): Observable<boolean | UrlTree> | Promise<boolean | UrlTree> | boolean | UrlTree {

    state: RouterStateSnapshot) : boolean{  // We only need a boolean value so I changed the return value type to boolean

    return false  ;

  }

}

In app-routing.module.ts file in Routes array:

  { path : 'admin',

    component: AdminHomeComponent,

    canActivate: [AdminAccessGuard]},

In app.module.ts :

  providers: [TestService, AdminAccessGuard],

Based on the return value of the canActivate function the AdminHomeComponent page will be available to access. Else it will be redirected to the localhost:4200 even if we want to access localhost:4200/admin without the access.

**ANGULAR FORMS INTRODUCTION:**

Forms are very important for any business application.

Forms are used to create an experience that guides an user efficiently and effectively through the workflow.

As a developer we have to do,

* Data Binding
* Change Tracking
* Validation
* Visual feedback
* Displaying error message
* Form submission
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Two approaches for forms:

1. **Template Driven Forms :**

Most of the code is written in the HTML file.

1. **Reactive forms / Model driven forms :**

Most of the code is written in the Component class.

**Template Driven Forms ( TDF ):**

* Template driven forms are forms where we write logic, validations, controls etc, in the template part of the code (HTML file).
* The template is responsible for setting up the form, the validation, control, group etc.
* Template driven forms are suitable for simple scenarios, uses two way data binding using the [( NgModel )] syntax.
* But unit testing might be a challenge.
* TDF forms are easy to use and similar to Angular JS forms.
* We don’t have to keep track of the input field values and react to change in the input field values. Angular takes care that with the ngModel directive.
* As a result of that we have Bulky HTML code and minimal component code.
* In TDF Angular automatically tracks the form and form elements state and validity.
* **The form validation logic cannot be unit tested. The only way to test the logic is to run an end to end (e2e) test with a browser.**
* Readability of a form decreases with increase in form validations.
* **Suitable for simple scenarios.**
* **When we have to create a simple form for which unit testing can be handled with the browser go with the TDF approach.**
* **For more complex forms with more complex validations and where unit testing is absolutely necessary go with reactive forms.**

To use angular forms import the FormsModule from @angular/core.

Include that module name in the imports section.

We can get a hold of this FormsModule using a **template reference variable**. And set it to “ ngForm “. ngForm exports itself as the string ngForm and by assigning it to a reference variable we have a reference to the directive itself.

The directive gives us access to the values of the Form controls by using the **value** property.

<div class = "container-fluid">

    <h1>Bootcamp Enrollment Form</h1>

    <form #userForm = "ngForm">

        {{userForm.value | json}}

        <div class = "form-group">

            <label>Name</label>

            <input type = "text" class = "form-control">

        </div>

Form continues

But the value of that json interpolation will be nothing. Because by default angular does not track every single form control in the page. We can specify which of the form control need to be tracked by using the **ngModel** directive.

        <div class = "form-group">

            <label>Name</label>

            <input type = "text" class = "form-control" ngModel>

        </div>

If you run the above code you will get an error

ERROR Error: If ngModel is used within a form tag, either the name attribute must be set or the form

control must be defined as 'standalone' in ngModelOptions.

Example 1: <input [(ngModel)]="person.firstName" name="first">

Example 2: <input [(ngModel)]="person.firstName" [ngModelOptions]="{standalone: true}">

Because if we use ngModel directive inside a form we have to either set the **name** attribute or **formcontrol** must be defined as **standalone.**

After specifying the name attribute for all the input fields then the json output on the screen will be as follow:

{ "userName": "Prashanth Bocha", "email": "bocha.prasanth", "phone": "", "topic": "", "timePreference": "", "subscribe": "" }

The value changes by the corresponding input change.

* The input values correspond to the text in the field.
* Radio button values correspond to the value attribute.
* Select tag corresponds to value attribute ( if present ) else it corresponds to the text that’s present.
* Checkbox corresponds to either **true** or **false.**

In addition to the ngModel angular also provides **ngModelGroup** directive.

**ngModelGroup directive:**

We use the ngModelGroup directive if we like to group together or create a sub group within a form.

Ex: Consider address. Address can have street, city, country and postal code. We can group all of those fields into an address object by using the ngModelGroup directive.

    <form #userForm = "ngForm">

        {{userForm.value | json}}

        <div ngModelGroup = "address">

            <div class="form-group">

                <label>Street</label>

                <input type="text" class = "form-control" name = "street" ngModel>

            </div>

            <div class="form-group">

                <label>City</label>

                <input type="text" class = "form-control" name = "city" ngModel>

            </div>

            <div class="form-group">

                <label>State</label>

                <input type="text" class = "form-control" name = "state" ngModel>

            </div>

            <div class="form-group">

                <label>Postal Code</label>

                <input type="text" class = "form-control" name = "countryCode" ngModel>

            </div>

        </div>

The json output in the html page will be as follow:

{ "address": { "street": "", "city": "", "state": "", "countryCode": "" }, "userName": "", "email": "", "phone": "", "topic": "", "timePreference": "", "subscribe": "" }

As you can see in the above output. All the address fields are grouped into a single address object. Which is done by using the ngModelGroup directive.

When it comes to data binding in template driven forms, we have three directive. They are:

1. ngForm
2. ngModel
3. ngModelGroup

By using these directive we can bind the data inside the form. And by using templateReferenceVariable.value.

Ex: userForm.value

And send it to the server. Also this works completely fine, but a better approach is to bind the data to a user defined model, and send that model data to the server.

**Binding Data to a Model:**

In this we bind the form data to a model. As users enter the data we capture the changes and update the instance of the model that can later be sent to the server.

The first step is to generate a model class.

**ng generate class <name of the class>**

If we run the above command then we get a ts file and a spec.ts file with the class name.

Then in the constructor of the class in ts file. Write the different properties of the class.

export class User {

    constructor (

        public name : string,

        public email : string,

        public phone : number,

        public topic : string,

        public timePreference : string,

        public subscribe : boolean

    ) {};

}

Then open app.component.ts file and create a new property inside the class with the instance as the “ User “ class.

Import { User } from “./user”

  userModel = new User('Prashanth', 'psh@gmail.com', 1234567890, '', 'morning', true);

By having this instance of the model, it is now possible to bind the userModel data to our enrolment form.

A Simple use case for would be updating or editing data that is already saved.

Ex:

If you are on an e-commerce site and you have a shipping address if you click on the edit button a form appears prefilled with the shipping address data.

So the shipping address is bound to the form.

As you can see even though angular creates its own object of the form values there are definitely use cases where it is necessary to create our own model and bind that model data to our form.

We are going to use interpolation to bind the userModel and display it in the view. This will help us see how the data binding works.

        {{userModel | json}}

Binding the userModel to the form is really simple, we bind the properties of the model to the ngModel directive. And for property binding we make use of the square brackets.

userModel has a property of name. And we bind that property to the ngModel directive inside our HTML page. So we use square brackets.

            <input class = "form-check-input" type = "checkbox" name = "subscribe" [ngModel] = "userModel.subscribe">

* If we do this to all the ngModel inside our HTML file. And see the output the json values will be same as the angular form values.
* But when we change the value inside our input in the view, the angular ngModel form values change but the ngModel which has the property binding of the userModel does not change.
* This is because the property binding is a one-way binding. That means data from the class is sent to the view but the data from the view is not sent to the class.
* So, we need to use the two-way data binding using **“ [ ( ) ] “** syntax.

Now the userModel is binded with data and is ready to be sent to the server. But before doing so we need do some client-side validations to the values. And give some visual feedback to the user.

**Tracking state and Validity:**

![Graphical user interface, application

Description automatically generated](data:image/png;base64,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)

At any point in time angular applies three classes to the form control based on its state. They are shown in the above picture.

* First classes are dependent whether the user has visited the form control or not.
  + When you load a form for the very first time, you have not yet visited a form field. So angular applies a class called **ng-untouched.**
  + If you do visit the form control either by clicking, tabbing or navigating away from the form control angular applies a class called **ng-touched.**
  + **The key-point here is that the class will change only onblur. You have to navigate away from the form control.**
* When you load a form for the very first time the value has not yet changed. Then angular applies the **ng-pristine** class to the form.
* If you do change the value of the form control, angular applies a class called **ng-dirty.**

Ex: If you type a value in the input field of the form, the value changes from ng-pristine to ng-dirty.

* The last pair of classes are considered for the validity of the form control. If the form-control’s value is valid then **ng-valid** class is applied. If not **ng-invalid** class is applied.

With the help of these classes we can provide visual feedback to the user.

For each of the classes Angular also provides associated property on the ngModel directive. The property is same as the class without the “ ng- “ in it as shown in the below table:

|  |  |
| --- | --- |
| Class | Property |
| ng-untouched | untouched |
| ng-touched | touched |
| ng-pristine | pristine |
| ng-dirty | dirty |
| ng-valid | valid |
| ng-invalid | Invalid |

To use the above ngModel properties, first we have to create a reference to the ngModel directive:

            <input type = "text" class = "form-control" #name name = "userName" [(ngModel)] = "userModel.name" required>

In the above code the #name is a template reference variable for the input element in the DOM.

By assigning it a value of ngModel, now the template reference variable points to the ngModel of that particular form control.

now we can access the properties of the ngModel of the element.

By setting #name = “ngModel”

Then {{ name.pristine }} ----- Output is False or true; based on the state of the element. The output of these properties is Boolean.

**Input field required :**

            <input type = "text" class = "form-control" [class.is-invalid] = "name.invalid" #name = "ngModel" name = "userName" [(ngModel)] = "userModel.name" required>

Here we are applying a bootstrap class is-invalid to the element if its ngModel state is invalid.

Then if we don’t fill the filed the input field will be displayed in red color.   
**But** the problem with the above approach is that, even in the initial condition when there is no value inside the input field, it will be in red color.

**So,** the above code can be changed to :

            <input type = "text" class = "form-control" [class.is-invalid] = "name.invalid && name.touched" #name = "ngModel" name = "userName" [(ngModel)] = "userModel.name" required>

Here, we’re taking use of touched property of the ngModel. If both are true then the is-invalid class will be applied to the element.

**Pattern Matching :**

            <input type = "tel" #phone = "ngModel" pattern = "^\d{10}$" class = "form-control" [class.is-invalid] = "phone.invalid && phone.touched" name = "phone" [(ngModel)] = "userModel.phone" required>

The above code will apply the is-invalid class to the element if the number of digits inside the input element is not equal to 10.

**Displaying Error Messages when field’s are invalid:**

        <div class = "form-group">

            <label>phone</label>

            <input type = "tel" #phone = "ngModel" pattern = "^\d{10}$" class = "form-control" [class.is-invalid] = "phone.invalid && phone.touched" name = "phone" [(ngModel)] = "userModel.phone" required>

            <small class="text-danger" [class.d-none] = "phone.valid || phone.untouched" >Phone number is required and must be 10 digits</small>

        </div>

The above code will display an error message when there is no phone number or the number of digits are not equal to 10.

We can display custom error message based on the specific type of error by using the **errors** property

        <div class = "form-group">

            <label>phone</label>

            <input type = "tel" #phone = "ngModel" pattern = "^\d{10}$" class = "form-control" [class.is-invalid] = "phone.invalid && phone.touched" name = "phone" [(ngModel)] = "userModel.phone" required>

            <!-- <small class="text-danger" [class.d-none] = "phone.valid || phone.untouched" >Phone number is required and must be 10 digits</small> -->

            <div \*ngIf = "phone.errors && (phone.invalid || phone.touched)">

                <small class="text-danger" \*ngIf = "phone.errors.required">Phone number is required</small>

                <small class="text-danger" \*ngIf = "phone.errors.pattern">Phone number should be 10 digits</small>

            </div>

        </div>

With the help of above code we only display the error based on the validation that is being applied.   
Ex:

If there is no number then the required validation will be applied and the error will be displayed as ------ “ Phone number is required “.

If the number of digits is not equals to 10 then the pattern validation is applied and the error will be displayed as ----- “ Phone number should be 10 digits “.

**Select Control Validation:**

In this example we set a custom validation for the select tag in our HTML page.

We can use the required attribute like we did in the above case, but doing that won’t be helpful because the value of the initial “ I am interested in “ option will be selected by default and it does not show any error.

So we rewrite the form validation so that if the default message is displayed and the user is trying to submit the form, then there will be error raised and displayed. The code will be as follows :

In HTML :

        <div class = "form-group">

            <select (blur) = "validateTopic(topic.value)" (change) = "validateTopic(topic.value)" class = "form-select" #topic = "ngModel" name = "topic" [(ngModel)] = "userModel.topic" [class.is-invalid] = "topicHasError && topic.touched">

                <option value = "default" selected>I am interested in</option>

                <option \*ngFor = "let topic of topics">{{ topic }} </option>

            </select>

            <small class="text-danger" [class.d-none] = "!topicHasError || topic.untouched">Please choose a topic</small>

        </div>

In ts file :

topicHasError = true;

validateTopic(value : any){

if(value === "default"){

this.topicHasError = true;

}else{

this.topicHasError = false;

}

}

Now when the default value is selected then the error will be raised saying “ Please choose a topic “. The error will be gone when we select any other value from the given options.

**Form Validation:**

In this section we see how angular helps us with the form level validation:

The ngForm will also contain some properties like the ngModel.

ngForm has a valid property in it which gives us a Boolean value based on the state of the entire form.

If every form input element’s validation is **“true”**, then the entire form valid state will be true. Otherwise it will be **“false“**.

        <button [disabled]="userForm.form.invalid" class = "btn btn-primary" type = "submit">Submit form</button>

The above code will check only for the default validation, but not for any custom validations that we made for the form. Ex: we made a custom validation for the select button in the form.

We can check that custom validation in two ways:

1. When the submit button is clicked then an event is fired. And we use that event to check for the value of the select button. If the select button value is “default” then the form should not be submitted.
2. Or We can add another condition to the disabled property.

        <button [disabled]="userForm.form.invalid || topicHasError" class = "btn btn-primary" type = "submit">Submit form</button>

In the above code topicHasError is a property of the ts file. We have used this property to validate the select input’s value.

**Submitting Form Data:**

* The first step is to add the **novalidate** attribute on the form tag. This will prevent browser validation from happening when we submit the form.
* The next step is to bind it to the ngSubmit event which gets emitted when the submit button is clicked. So on the ngForm bind to ngSubmit and a handler. Ex: (ngSubmit) = “ onSubmit() “

Then we create a service called enrolment

ng g s <service name>

Ex: ng g s enrolment

Then we import HTTP client module, inject it to the constructor and create a service and send e request to the url

In enrolment.ts file :

import { Injectable } from '@angular/core';

import { HttpClient } from '@angular/common/http'

import { User } from './user';

@Injectable({

  providedIn: 'root'

})

export class EnrollmentService {

  \_url = ''

  constructor(private \_http : HttpClient) { }

  enroll(user : User){

    return this.\_http.post<any>(this.\_url, user);

  }

}

Then subscribe to that service in the app.component.ts file:

import { Component } from '@angular/core';

import {User} from './user'

import { EnrollmentService } from './enrollment.service';

@Component({

  selector: 'app-root',

  templateUrl: './app.component.html',

  styleUrls: ['./app.component.css']

})

export class AppComponent {

  topics : string[] = ["Angular", "React", "Vue"];

  topicHasError = true;

  userModel = new User('Prashanth', 'psh@gmail.com', 1234567890, '', 'morning', true);

  constructor(private \_enrollmentService : EnrollmentService){}

  validateTopic(value : any){

    if(value === "default"){

      this.topicHasError = true;

    }else{

      this.topicHasError = false;

    }

  }

  onSubmit(){

    this.\_enrollmentService.enroll(this.userModel)

    .subscribe(

      data => console.log('Success!', data),

      error => console.log('Error!', error)

    )

  }

}

**Express server to receive form data:**

In this section we are going to use the express service as server and send the data to the server.

To generate the express server:

* Create another folder
* npm init - -yes
* npm install - -save express body-parser cors
* Then create a file with name server.js

Here,

**Express :** is our webserver

**body-parser :** is the middle ware to handle the form data

**cors :** is a package to make requests across different ports

Code inside server.js :

const express = require('express');

const bodyParser = require('body-parser');

const cors = require('cors');

const PORT = 4300;

const app = express();

app.use(bodyParser.json());

app.use(cors());

app.get('/', function(req, res){

    res.send("hello from server");

});

app.post('/enroll', function(req, res){

    console.log(req.body);

    res.status(200).send({"message" : "Data received"});

})

app.listen(PORT, function(){

    console.log("Server running on localhost: " + PORT);

});

To run the server enter: **node server** in cmd

Then in enrollment.service.ts file :

import { Injectable } from '@angular/core';

import { HttpClient } from '@angular/common/http'

import { User } from './user';

@Injectable({

  providedIn: 'root'

})

export class EnrollmentService {

  \_url = 'http://localhost:4300/enroll';

  constructor(private \_http : HttpClient) { }

  enroll(user : User){

    return this.\_http.post<any>(this.\_url, user);

  }

}

Inside app.component.ts :

  onSubmit(){

    this.\_enrollmentService.enroll(this.userModel)

    .subscribe(

      data => console.log('Success!', data),

      error => console.log('Error!', error)

    )

    this.submitted = true;

  }

So when we submit the form we get an response from the server with in our console. And the data gets submitted to the server.

**Error Handling:**

Error handling means showing the user what error had occurred in the system. When the server doesn’t work properly we may get some error and the user should know that there is an error in the server, in such cases with the help of error handling we can make our webpage more user friendly.

To use error handling we are piping the response of the enroll method inside the enrollment.service.ts file:

import { Injectable } from '@angular/core';

import { HttpClient, HttpErrorResponse } from '@angular/common/http'

import { User } from './user';

import { catchError } from 'rxjs/operators';

import { throwError } from 'rxjs';

@Injectable({

  providedIn: 'root'

})

export class EnrollmentService {

  \_url = 'http://localhost:4300/enroll';  // request to the express local server

  constructor(private \_http : HttpClient) { }

  enroll(user : User){

    return this.\_http.post<any>(this.\_url, user)

      .pipe(catchError(this.errorHandler))

  }

  errorHandler(error: HttpErrorResponse){

    return throwError(error);

  }

}

Then change the error handling in the app.component.ts file to:

  onSubmit(){

    this.\_enrollmentService.enroll(this.userModel)

    .subscribe(

      data => console.log('Success!', data),

      error => this.errorMsg = error.statusText

    )

    this.submitted = true;

  }

And then using interpolation we display the error as :

    <div class="alert alert-danger" \*ngIf = "errorMsg">

        {{errorMsg}}

    </div>

**REACTIVE FORMS:**

* Code and logic resides in the component class.
* No two-way binding
* Well suited for complex scenarios
* Dynamic form fields
* Custom validation
* Dynamic validation
* Unit test
* Reactive forms require more coding

As far as HTML code goes there is not difference between template driven forms ( TDF ) and reactive forms.

**Creating the form model:**

In angular to work with reactive forms we have to import ReactiveFormsModule from @angular/forms in app.module.ts file and add it to the imports array.

The ReactiveFormsModule gives us access to a bunch of classes and directives that are necessary to build reactive forms. Out of those two classes made up the building blocks of reactive forms. They are:

1. formGroup
2. formControl

In reactive forms the form is represented by model in the component class, and to be able to create that model we make use of formGroup and formControl classes.

The entire form is represented as formGroup and each input field in the form is represented as formControl.

Now, create a new instance of FormGroup in the app.component.ts file and inside the FormGroup constructor pass an object with FormControl values as instances.

export class AppComponent {

  registrationForm = new FormGroup({

    userName : new FormControl('Prashanth'), // If you want any input field to have a default value we can pass it to the formControl constructor.

    password : new FormControl(''),

    confirmPassword : new FormControl('')

  });

}

Now to bind the form to the view. On the form tag in HTML we use the formGroup directive and bind the registration form group.

Ex:

<form [ formGroup ] = “registrationForm”>

………………..

</form>

And for form control we bind the inputs of the form with the

formControlName = “<name of the field>”

Ex: formControlName = “userName"

By doing this we created a 1 : 1 association between the formGroup, formControls and their corresponding HTML elements. The entire form is associated with formGroup “ registrationForm “.

And each individual formControl from the model is associated with its corresponding HTML element userName, password, and confirmPassword in page.

formGroup.value will provide the corresponding value of the form, which will be helpful for sending the data to the server.

{{ registrationForm.value | json }}

**Nesting Form Group:**

export class AppComponent {

  registrationForm = new FormGroup({

    userName : new FormControl('Prashanth'), // If you want any input field to have a default value we can pass it to the formControl constructor.

    password : new FormControl(''),

    confirmPassword : new FormControl(''),

    address : new FormGroup({

      city : new FormControl(''),

      state : new FormControl(''),

      postalCode : new FormControl('')

    })

  });

}

Here address is another FormGroup nested inside registrationForm FormGroup.

    <div  formGroupName = "address">

      <div class="form-group">

        <label>City</label>

        <input type="text" class="form-control" formControlName = "city">

      </div>

      <div class="form-group">

        <label>State</label>

        <input type="text" class="form-control" formControlName = "state">

      </div>

      <div class="form-group">

        <label>Postal Code</label>

        <input type="text" class="form-control" formControlName = "postalCode">

      </div>

    </div>

**Managing control Values:**

Managing control values lets you to set formcontrol values without any user interaction, i.e., setting values programmatically.

Ex: We might have to retriever form data from a backend API or service and update the formControls to their new values.

We can do that by using the set value method provided by reactive forms.

The setValue method can be called on formControl class or the formGroup class. For our purpose we need to call the method on registrationForm group.

The setValue method accepts an object that matches the structure of the form group with the control names as keys.

We created a button in the html page and set it a click event to load the data from the api function

  loadApiData() {

    this.registrationForm.setValue({

      userName : 'Prashanth',

      password : 'test',

      confirmPassword : 'test',

      address : {

        city : 'City',

        state : 'State',

        postalCode : '123456'

      }

    });

Now, if we press the button the data from the function will be set into the fields inside our form as follows:

![Graphical user interface, text, application, email
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The setValue method is strict and If you don’t match the form structure in your setValue method’s passed object then it will throw an error.

**But,** if you want to fill only the specific fields of the form, then we can use pathValue method. And omit the fields that should not be filled from the form structure inside the object.

    this.registrationForm.patchValue({

      userName : 'Prashanth',

      password : 'test',

      confirmPassword : 'test',

    });

So, the setValue and patchValue methods are useful when you want to fill the form fields with data from an API or a service.

Set value is used when you set the values form all the formcontrols, and patch value is used when you want to set the values to few of the form controls.

**Form Builder Service:**

Creating multiple formControl instances manually can be repetitive. To avoid this angular provides the FormBuilder service which in turn provides methods to handle generating formControls.

To use FormBuilder:

* Import FromBuilder service from @angular/forms
* Inject it to the constructor

FormBuilder is a simpler alternative for building form groups and and formcontrols.

import { FormControl, FormGroup, FormBuilder } from '@angular/forms';

in class :

  constructor(private \_fb : FormBuilder){}

  registrationForm = this.\_fb.group({

    userName : ['Prashanth'],

    password : [''],

    confirmPassword : [''],

    address : this.\_fb.group({

      city : [''],

      state : [''],

      postalCode : ['']

    })

  });

The form builder service’s group function takes an object that defines the structure of the formgroup.

Within the structure we specify the form controls and the values of the form controls is specified in the form of an array.   
The first value at the zero index of that array indicates the default value of that form control.

**Simple validations in reactive forms:**

Reactive forms include a set of validator functions out of the box for common use case. Unlike template driven forms ( TDF ) in reactive forms validation rules are specified in the component class instead of the template.

1. **Apply validation rule to a form control:**

To make use of built in validations we have to use the validator class.

First you have to Validators class from @angular/forms.

**The** second element inside the form control array inside the formBuilder group function is where we specify the validations for the form control.

1. **Multiple Validations**

To specify a simple required validation we can write Validators.required in the array.

To specify more than one validations to the form using Validators class we can declare the validations as the form of an array.

    userName : ['Prasanth', [Validators.required, Validators.minLength(3), Validators.maxLength(5)]],

in html file we used the properties of the registrationForm to get the required errors.

    <div class="form-group">

      <label>Username</label>

      <input [class.is-invalid] = "registrationForm.get('userName')?.invalid && registrationForm.get('userName')?.touched" type="text" class = "form-control" formControlName = "userName">

      <div \*ngIf = "registrationForm.get('userName')?.invalid && registrationForm.get('userName')?.touched">

        <small class = "text-danger" \*ngIf = "registrationForm.get('userName')?.errors?.required">Username Required</small>

        <small class = "text-danger" \*ngIf = "registrationForm.get('userName')?.errors?.minlength">Username Should be more than 3 characters</small>

        <small class = "text-danger" \*ngIf = "registrationForm.get('userName')?.errors?.maxlength">Username Should be less than 5 characters</small>

      </div>

    </div>

Writing the above code makes your page more user friendly.

**But,** we can write the above come much simpler by using a getter that returns the form control.

Now the above code becomes :

In ts file:

  get getUserName() {   // getter method that returns the userName of the registration form which is displayed to show errors in the form to the User.

    return this.registrationForm.get('userName');

  }

In HTML file:

    <div class="form-group">

      <label>Username</label>

      <input [class.is-invalid] = "getUserName?.invalid && registrationForm.get('userName')?.touched" type="text" class = "form-control" formControlName = "userName">

      <div \*ngIf = "getUserName?.invalid && getUserName?.touched">

        <small class = "text-danger" \*ngIf = "getUserName?.errors?.required">Username Required</small>

        <small class = "text-danger" \*ngIf = "getUserName?.errors?.minlength">Username must be at least 3 characters</small>

        <small class = "text-danger" \*ngIf = "getUserName?.errors?.maxlength">Username must be at most 5 characters</small>

      </div>

    </div>

**Custom Validations:**

The built in validators won’t always match the exact user case of your application. In such scenarios we can create our own custom validators. As follows:

Let’s create a custom validation for the userName field.

Ex:

If we enter the username as admin, we should display an error message saying “username as admin is not allowed”.

A lot of the time we might want to filter out the spam registrations, username or email fields usually contains a string to identify such spam registrations. Let’s assume the spam word is “admin” for our example.

A custom validator is nothing but a function. The function can be written right into the component file itself. **But,** validator functions are usually reused in several places in our application it is always a good idea to create a separate file and export them.

Let’s create:

* A file with name user-name.validator.ts and
* create a function with name forbiddenNameValidator.
* The function accepts one parameter which is the form control being validated
* The type of the control is AbstractControl, make sure to import it from @angular/forms.
* The validator function return either of two values.
* **When the validation fails:** it returns an object where the key is of type string and the value is of type any.
* **If the validation passed:** It return null
* **Now:** we create a flag with name forbidden and then use **test** method to check whether the control.value contains string admin
* **If** it contains the admin string we set the flag to **true** or else we set it to **false.**
* Now import this function in the app.component.ts file and then mention it in the validators array.

In user-name.validators.ts file:

import { AbstractControl } from "@angular/forms";

export function forbiddenNameValidator(control : AbstractControl): {[key : string] : any} | null {

    const forbidden = /admin/.test(control.value);

    return forbidden ? {'forbiddenName' : {value : control.value}} : null;

}

In app.component.ts file:

    userName : ['Prasanth', [Validators.required, Validators.minLength(3), Validators.maxLength(5), forbiddenNameValidator]],

in HTML file:

        <small class = "text-danger" \*ngIf = "getUserName?.errors?.forbiddenName">Username {{getUserName?.errors?.forbiddenName.value}} is not allowed</small>

It is also possible to pass parameters to custom validators. Right now we are forbidding the string ‘ admin ‘ in the username. But there could be another field that forbids the string ‘ password ‘. So, we should be able to pass in the string we want to forbid as a parameter to our custom validator. We can do this by:

**The drawback** of a validator function is that it accept only one parameter which is the form control. So, we cannot simply pass in a second parameter.   
Instead what we have to do is to create a factory function, that accepts a string as a parameter and returns the validator function itself.

/\*

    The below function is a factory function or a function which returns a validator function

\*/

export function forbiddenNameValidator(forbiddenName : RegExp) : ValidatorFn {

    return (control : AbstractControl): {[key : string] : any} | null => {

        const forbidden = forbiddenName.test(control.value);

        return forbidden ? {'forbiddenName' : {value : control.value}} : null;

    };

}

**Crossfield Validation:**

] ] ] ] ]
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